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1
SYSTEM AND METHOD FOR DEPLOYING
SOFTWARE INTO A COMPUTING
ENVIRONMENT

BACKGROUND

A production computing environment such as a data center
may include numerous individual computer systems and
servers, each with various hardware and software character-
istics. The computers and servers may be arranged in a wide
array of network configurations depending on the needs of the
particular production environment. Computers and servers in
production environments may run customized software
applications to accomplish specific purposes.

Deploying application software in a complex computing
environment can cause errors that result in reduced perfor-
mance and lost revenue. One cause of errors in application
deployment is the use of different processes for deployment
into a testing environment versus deployment into produc-
tion. Differences between test and production operating envi-
ronments can also result in errors during application deploy-
ment. For example, computers in a test environment may have
different operating system patch levels or middleware ver-
sions relative to production environment systems.

BRIEF DESCRIPTION OF THE DRAWINGS

Certain exemplary embodiments are described in the fol-
lowing detailed description and in reference to the drawings,
in which:

FIG. 11is ablock diagram of a computer network according
to an exemplary embodiment of the present invention;

FIG. 2 is a block diagram showing a software deployment
application according to an exemplary embodiment of the
present invention;

FIG. 3 is a diagram showing an administration menu of a
software deployment application according to an exemplary
embodiment of the present invention;

FIG. 4 is a diagram showing a tier administration submenu
of'an administration menu of a software deployment applica-
tion according to an exemplary embodiment of the present
invention;

FIG. 5 is a diagram showing an applications menu of a
software deployment application according to an exemplary
embodiment of the present invention;

FIG. 6 is a diagram showing a code component editing
submenu of an applications menu of a software deployment
application according to an exemplary embodiment of the
present invention;

FIG. 7 is a diagram showing a configuration component
editing submenu of an applications menu of a software
deployment application according to an exemplary embodi-
ment of the present invention;

FIG. 8 is a diagram showing a deployment menu of a
software deployment application according to an exemplary
embodiment of the present invention;

FIG. 9 is a diagram showing a configuration parameter
editing submenu of a deployment menu of a software deploy-
ment application according to an exemplary embodiment of
the present invention;

FIG. 10 is a diagram showing a release deployment sub-
menu of a deployment menu of a software deployment appli-
cation according to an exemplary embodiment of the present
invention;

FIG. 11 is a diagram showing a pods menu of a software
deployment application according to an exemplary embodi-
ment of the present invention;
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FIG. 12 is a diagram showing a dashboard menu of a
software deployment application according to an exemplary
embodiment of the present invention;

FIG. 13 is a process flow diagram showing a method of
deploying software into a computing environment by a pro-
cessor according to an exemplary embodiment of the present
invention; and

FIG. 14 Is a block diagram showing a tangible, machine-
readable medium that stores computer-readable code adapted
to perform software deployment according to an exemplary
embodiment of the present invention.

DETAILED DESCRIPTION OF THE PREFERRED
EMBODIMENTS

An exemplary embodiment of the present invention relates
to a system and method for upgrading computer systems.

As fully set forth below, a development team may create
components that need to be run on various tiers of a multi-tier
application. One example of a component type is a code
component. A code component may comprise executable
files, graphic assets, and/or markup assets. Code may be
harvested from local and/or remote file systems, source code
control systems, URLs or the like. Appropriate scripts or
artifacts must be run against the correct machines in a deploy-
ment topology.

When deployment is done in a production environment, it
may not be known whether system attributes such as under-
lying operating systems and middleware are the same relative
to a testing environment used to develop the scripts or arti-
facts. Exemplary embodiments of the present invention relate
to an automated software deployment system and method that
reduces errors in production by providing improved consis-
tency with respect to process and operating environments
across multiple phases of a software development lifecycle.

Those of ordinary skill in the art will appreciate that the
various functional blocks shown in the accompanying figures
may comprise hardware elements (including circuitry), soft-
ware elements (including computer code stored on a
machine-readable medium) or a combination of both hard-
ware and software elements. Moreover, the arrangements of
functional blocks shown in the figures are merely examples of
functional blocks that may be implemented according to an
exemplary embodiment of the present invention. Other
arrangements of functional blocks may readily be determined
by those of ordinary skill in the art based on individual system
design considerations.

FIG. 11is ablock diagram of a computer network according
to an exemplary embodiment of the present invention. The
computer network is generally referred to by the reference
number 100. The computer network 100 may comprise a
production computing environment. Those of ordinary skill
in the art will appreciate that a computer network according to
an exemplary embodiment of the present invention may be
more complex than the computer network 100 shown in FIG.
1. Moreover, such a computer network may comprise sub-
branches with additional devices, connections to an external
network such as the Internet, and so on. Further, the computer
system 100 could be, for example, a user or provider system,
a datacenter, and so forth.

The computer network 100 includes a server 102, which
comprises a memory 104. The memory 104 may include a
volatile portion and/or a non-volatile portion. Further, the
memory 104 may include one or more modules to implement
the functionality described in greater detail with respect to
FIG. 2. Moreover, the memory 104 represents a non-transi-
tory tangible, machine-readable medium that stores computer
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instructions for execution by a system processor 106. The
processor 106 may execute the instructions to perform a
method according to an exemplary embodiment of the present
invention.

In addition, the computer network 100 comprises a plural-
ity of computer systems 108, 110, 112 and 114, which may be
servers, desk top computer systems notebook computer sys-
tems or the like. The plurality of computer systems 108, 110,
112 and 114 are connected to the server 102 by a network
infrastructure 116. The network infrastructure 116 may com-
prise routers, switches hubs or the like.

The server 102 and the plurality of computer systems 108,
110, 112 and 114 may execute software applications to facili-
tate a wide range of purposes. For example, the server 102 and
the plurality of computer systems 108, 110, 112 and 114 may
operate to perform a particular function such as hosting a
business web site. The plurality of computer systems 108,
110, 112 and 114 may each perform a different function to
facilitate the hosting of the website. In particular, each of the
plurality of computer systems 108,110, 112 and 114 may run
one or more software components that serve different func-
tions (for example, hosting a database, creating web page
frameworks, populating certain fields on a page, performing a
credit card validation or the like). The computer systems that
run these components are intended to contain the appropriate
operating environment, including an operating system and
appropriate middleware (for example, application server soft-
ware, web server software, database management software).
The components may need to be configured with the correct
data for the particular operating environment in which they
reside. Examples of configuration data include host names
and port numbers of the related components.

Exemplary embodiments of an automated software devel-
opment tool according to the present invention allow network
managers and service personnel who support an application
lifecycle for the computer network 100 to track all of the
components, configuration information, devices, operating
environments and all of the inter-relationships between them.
Moreover, an exemplary embodiment of the present invention
provides a software application that eliminates the need to
manually track such information.

In general, software application development proceeds
through a development lifecycle. Phases of the development
lifecycle correspond to different target devices that are used to
run the application. Sets of target devices that comprise the
pool of available resources for a lifecycle phase may be
referred to as an environment.

The development lifecycle typically begins with a devel-
opment phase in which the software is created. The develop-
ment phase is followed by one or more testing phases, which
may focus on unit, functional, integration and performance
testing.

Applications are created in units that may be referred to as
releases. A release has a particular set of functionality that is
to be delivered together. Multiple releases of an application
may be in development at the same time. Different releases of
an application may have different lifecycles associated with
them. For example, a major new set of functionality may
require a multi-stage testing cycle, whereas a fix to an urgent
production issue may require a much shorter lifecycle to
insure the critical issue if fixed as quickly as possible. Typi-
cally, the first set of code produced by development is not of
sufficient quality to be deployed into production. Therefore,
many iterations of code must pass between development and
testing prior to a finalized version being ready for production.
These iterations are called versions of the release.
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After a release of an application is deemed sufficiently
complete, it is moved to the production phase where it is put
into general use. According to an exemplary embodiment of
the present invention, a consistent automated process is used
during all phases of the development lifecycle to improve
quality and reduce development-to-production (end-to-end)
deployment time in a production computing environment.

In addition, complex software programs may include mul-
tiple tiers. Such software is typically referred to as n-tier
software applications. This reflects the fact that applications
are composed of many different components, each of which
must be run on a target device (physical or virtual) that con-
tains an appropriate operating system and collection of
middleware. For an application to function correctly, the
operating system and middleware must be of a specific ver-
sion and patch level. In addition, the components are desir-
ably deployed to the appropriate tiers, and the relationships
between the tiers are defined correctly.

To further refine the terminology of application develop-
ment, applications may have one or more releases, each of
which has one or more versions. A version is essentially a
snapshot of a release at a particular time. Versions and
releases include one or more tiers.

In one exemplary embodiment of the present invention, an
operating environment (for example, quality assurance, pre-
production, production or the like) contains many target
devices. The target devices may be physical or virtual
machines. Each of the target devices contains software that
allows the target device to perform the function of one or
more tiers. Examples of this software include web server
software, database software or the like. These machines may
then be grouped together into a pod of machines containing
the appropriate tiers necessary to run certain types of appli-
cations (3-tier for example). Software may be deployed, for
example, in the form of components, onto tiers within a pod.

Pods reside within a particular operating environment.
Therefore, an operating environment may be described as
comprising one or more pods. Each pod, in turn, may com-
prise one or more tiers. Each tier may comprise one or more
target devices. Both the software application and the operat-
ing environment decompositions contain a tier element. Thus,
the tier provides a coordination point thorough which opera-
tions can be designated for an application. By inference, the
appropriate infrastructure in the environment can be affected.
For example, a software developer may create a new compo-
nent that is required for an application, and add it to the
appropriate tier in the application.

According to an exemplary embodiment of the present
invention, the new component may be automatically
deployed to the appropriate infrastructure without the soft-
ware developer collecting information about that operating
environment. Similarly, a new availability or performance
monitor could be created for an application component (for
example, a web service). By inference, the application com-
ponent may be automatically configured to monitor all cor-
responding target devices in the operating environment.

According to an exemplary embodiment of the present
invention, deployments may desirably occur in a particular
order. For example, the server 102 may need to be placed into
a particular state prior to deploying new software to it.
Deployment ordering is desirably capable of being inter-
leaved across multiple tiers of an application.

Furthermore, a software deployment tool according to an
exemplary embodiment of the present invention may account
for the fact that problems may occur during deployment to an
environment. A failure to deploy to one tier of an application
(perhaps due to a hardware failure during deployment) may
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require that all other tiers be rolled back to their previous
state. Accordingly, an automated software deployment tool
according to an exemplary embodiment of the present inven-
tion may comprise a rollback mechanism that crosses mul-
tiple tiers of an application.

FIG. 2 is a block diagram showing an automated software
deployment application according to an exemplary embodi-
ment of the present invention. The automated software
deployment application is generally referred to by the refer-
ence number 200. The automated software deployment appli-
cation 200 may be used to deploy software such as applica-
tions, patches, bug fixes or the like into a computer network
such as the computer network 100 (FIG. 1).

The automated software deployment tool 200 comprises an
administration module 202. Functionality provided by the
administration module 202, which may be accessed by an
administration menu (described below), allows a user to
administer the overall operation of the automated software
deployment tool 200.

An applications module 204 allows the user to monitor the
status of new software applications as they are developed.
Functionality provided by the applications module 204 may
be accessed via an applications menu, as described below.

A deployment module 206 allows the user to initiate the
deployment of software into a computer network. Function-
ality provided by the deployment module 206 may be
accessed via a deployment menu, as described below.

A pods module 208 allows a user to define pods of hard-
ware into which software is to be deployed. Functionality
provided by the pods module 208 may be accessed via a pods
menu, as described below.

Finally, a dashboard module 210 allows a user to get over-
all status information about a managed network of computer
systems. Functionality provided by the dashboard module
210 may be accessed via a dashboard menu, as described
below.

The modules of the automated software deployment tool
200 allow a user to model an application prior to deployment.
Application editing may be permissioned to allow increased
security. Examples of attributes of an application that may be
modeled include the data that is to be deployed, any scripts
that need to be run as part of a deployment, and any custom
workflows that should be run during a deployment. In addi-
tion, configuration files that must be created or modified as
part of the deployment may be modeled. Application model-
ing according to an exemplary embodiment of the present
invention may include the correct ordering of the modeled
attributes within a tier and across multiple tiers. Additionally,
the definition of any parameters which must be set when the
deployment is executed may be modeled.

According to an exemplary embodiment of the present
invention, application modeling does not differ depending on
the environment into which the application is to be deployed.
Moreover, the application modeling process takes into
account features that are unique to the application or other
software that is to be deployed. Application modeling, how-
ever, may allow the environment into which the deployment is
occurring to be passed as a parameter into acomponent. Thus,
a script that includes logic to do something different depend-
ing on whether it is being deployed into a QA environment or
a production environment could be created and modeled.

In addition to modeling an application to be deployed, the
environment into which the application is to be deployed is
also modeled. According to an exemplary embodiment of the
present invention, modeling of an environment takes into
account workflows that may be performed before and after a
deployment, along with permissions that specify who may
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6

deploy software into the environment. Pods may be added or
deleted from environments. Tiers may be added, modified or
deleted from pods. Devices such as computer systems or
servers may be added to or deleted from tiers within a pod.

After the modeling of the application and the modeling of
the environment is completed, the deployment of the appli-
cation into the environment may then be customized. Accord-
ing to an exemplary embodiment of the present invention,
aspects of a deployment that may be customized include the
modification of deployment parameter values. For example,
different administrator usernames and/or passwords needed
for certain deployment operations may be provided for dif-
ferent environments. In addition, a future start time for a
deployment may be set.

In addition, customization of the timing of different parts
of a deployment may be performed. For example, an appli-
cation deployment may be planned for 2,000 different sites.
Such a deployment may be done for a retail chain where each
individual store has its own network of systems. Simply copy-
ing the code to deploy to all those machines could take many
days. Instead, the deployment may be customized by copying
files into a temporary location on all the target devices on a
Monday night. The actual deployment may be delayed until
Friday night, at which time the files are moved from their
temporary location into their destination. In this manner, all
locations may be updated at the same time.

After customization of the deployment, the deployment is
actually executed in the environment.

FIG. 3 is a diagram showing an administration menu of a
software deployment tool according to an exemplary embodi-
ment of the present invention. The administration menu is
generally referred to by the reference number 300. The
administration menu 300 includes an administration menu
tab 302, which may be selected to display the administration
menu screen of a software deployment tool according to an
exemplary embodiment of the present invention.

As shown in FIG. 3, a software development lifecycle may
comprise multiple parallel environments, each containing tar-
get devices to which software can be deployed. The admin-
istration screen shown in FIG. 3 includes a first lifecycle 304
and a second lifecycle 306. Each of the lifecycles 304 and 306
contain a plurality of environments. Specifically, the first
lifecycle 304 contains a development environment, a QA
environment, a staging environment and a production envi-
ronment. The second lifecycle 306 contains a development
environment, a QA environment and a production environ-
ment. Each of the environments shown in FIG. 3 represents
one or more pods, which contain tiers. The pods may com-
prise one or more corresponding computer systems (such as
the computer systems 108, 110, 112 and 114 (FIG. 1)) in an
operating network.

For a given software deployment, the target devices in a
corresponding pod contain the operating system and middle-
ware necessary to allow them to perform as a specified tier.
Moreover, the tiers necessary to run a particular application
are grouped together to form the pods shown in FIG. 3. A pod
is the finest level of granularity for deployment of software.
Accordingly, an exemplary embodiment of the present inven-
tion allows software applications to be deployed on a per pod
basis. Exemplary embodiments of the present invention may
also provide deployment to multiple pods at the same time.
The tiers contained in the pod are desirably a match or super-
set of those in the application. The components defined in
each tier of the application may be automatically deployed to
the target devices contained by the tier definition in the pod
within the environment. An exemplary embodiment of the
present invention may prevent a user from attempting to
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deploy software to a pod that does not contain the correct tiers
for the software that is being deployed.

Furthermore, a definition of an operating environment for
each tier may be used to ensure that each target device in each
tier of the pod in each environment of the lifecycle is uniform.
The operating environment definition includes the operating
system and middleware required for the tier. Moreover, auto-
mated deployment according to an exemplary embodiment of
the present invention may ensure that the target device has the
correct operating system and middleware prior to deploying
the application.

The administration screen shown in FIG. 3 may be used to
add new environments to which software may be deployed.
Each environment may be created with associated permis-
sions to allow deployment of software only by authorized
personnel.

FIG. 4 is a diagram showing a tier administration submenu
of the administration menu of a software deployment appli-
cation according to an exemplary embodiment of the present
invention. The tier administration submenu is generally
referred to by the reference number 400. The tier administra-
tion submenu 400 may be selected when an administration
menu tab 402 is active. In an exemplary embodiment of the
present invention, the tier administration submenu 400 may
be used to associate information that ensures that appropriate
OS and middleware components are installed on each system
prior to deployment of a new software application.

FIG. 5 is a diagram showing an applications menu of a
software deployment application according to an exemplary
embodiment of the present invention. The applications menu
is generally referred to by the reference number 500. The
applications menu 500 includes an applications menu tab
502, which may be selected to display the applications menu
screen of a software deployment tool according to an exem-
plary embodiment of the present invention. The applications
menu 500 may be used to display a status of applications as
they are created. As described herein, each application may
comprise one or more tiers, and each tier may comprise zero
or more components. In addition, multiple releases may be
created for each application.

FIG. 6 is a diagram showing a code component editing
submenu of an applications menu of a software deployment
application according to an exemplary embodiment of the
present invention. The code component editing submenu is
generally referred to by the reference number 600. The code
component editing submenu 600 may be selected when an
applications menu tab 602 is active. As shown in FIG. 6, the
code component editing submenu 600 allows a user to edit
properties of a code component such as a software component
prior to deploying the code component according to an exem-
plary embodiment of the present invention.

FIG. 7 is a diagram showing a configuration component
editing submenu of an applications menu of a software
deployment application according to an exemplary embodi-
ment of the present invention. The configuration component
editing submenu is generally referred to by the reference
number 700. The configuration component editing submenu
700 may be selected when an applications menu tab 702 is
active.

In an exemplary embodiment of the present invention, a
configuration component is used to create a configuration file.
Configuration files may be used for a wide range of purposes,
including linking different tiers of an application together.
Other examples of functions that may be performed with
configuration files include configuring middleware, specify-
ing file locations, performing database configuration or the
like. The exemplary configuration component editing sub-
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menu 700 shown in FIG. 7 shows a configuration component
that creates a configuration file on an application server tier
describing a host name and port number to access a database
tier.

An exemplary embodiment of the present invention allows
data to be filled in dynamically at deployment time. One
exemplary embodiment of the present invention provides for
automatic population of configuration information that con-
nects multiple tiers of the application. In addition, abstraction
between the definition of the application and assignment of
target devices to the operating environment may be accom-
plished.

In FIG. 7, information regarding a dbhost parameter to a
file is displayed. Moreover, parameter information such as the
host name for the database tier may be provided. This infor-
mation may only be determined once a particular pod is
selected for a software deployment.

FIG. 8 is a diagram showing a deployment menu of a
software deployment application according to an exemplary
embodiment of the present invention. The deployment menu
is generally referred to by the reference number 800. The
deployment menu 800 includes a deployment menu tab 802,
which may be selected to display the deployment menu
screen of a software deployment tool according to an exem-
plary embodiment of the present invention. As shown in FIG.
8, the deployment menu 800 may be used to display the status
of' new versions of applications that are being created. A new
version may be created by harvesting the current state of
components from, for example, a source code control system.
Status information representing a state of this data gathering
may be displayed.

FIG. 9 is a diagram showing a configuration parameter
editing submenu of a deployment menu of a software deploy-
ment application according to an exemplary embodiment of
the present invention. The configuration parameter editing
submenu is generally referred to by the reference number
900. The configuration component editing submenu 900 may
be selected when a deployment menu tab 902 is active.

The configuration parameter editing submenu 900 allows a
user to modify configuration parameters for a particular
deployment. FIG. 9 shows an example of current parameters
that may be used for a deployment to servers and/or computer
systems in a quality assurance (QA) environment and/or a
production environment. Parameters may vary across differ-
ent environments. For example, a deployment to the quality
assurance environment may be done to different port numbers
for a database component.

FIG. 10 is a diagram showing a release deployment sub-
menu of a deployment menu of a software deployment appli-
cation according to an exemplary embodiment of the present
invention. The release deployment submenu is generally
referred to by the reference number 1000. The release deploy-
ment submenu 1000 may be selected when a deployment
menu tab 1002 is active. The release deployment submenu
1000 allows a user to select a pod for a software deployment
and to initiate the deployment. The deployment may be per-
formed in real time or may be scheduled for a future time.

FIG. 11 is a diagram showing a pods menu of a software
deployment application according to an exemplary embodi-
ment of the present invention. The pods menu is generally
referred to by the reference number 1100. The pods menu
1100 includes a pods menu tab 1102, which may be selected
to display the pods menu 1100 of a software deployment tool
according to an exemplary embodiment of the present inven-
tion. As shown in FIG. 9, the pods menu 1100 may be used to
show the status of pods that are updated with software using
a software deployment tool according to an exemplary
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embodiment of the present invention. As set forth above, pods
contain tiers needed (or a superset thereof) for a particular
version of a release of an application. The tiers in a pod are
populated with target devices.

FIG. 12 is a diagram showing a dashboard menu of a
software deployment application according to an exemplary
embodiment of the present invention. The dashboard menu is
generally referred to by the reference number 1200. The
dashboard menu 1200 includes a dashboard menu tab 1202,
which may be selected to display the dashboard menu 1200 of
a software deployment tool according to an exemplary
embodiment of the present invention. As shown in FIG. 2, the
dashboard menu 1200 allows a user to get overall status
information about a managed network of computer systems.

FIG. 13 is a process flow diagram showing a method of
deploying software into a computing environment by a pro-
cessor according to an exemplary embodiment of the present
invention. The method is generally referred to by the refer-
ence number 1300. At block 1302, the method begins.

At block 1304, a model of software to be deployed is
provided by a processor. The software may comprise an appli-
cation, a patch, a bug fix or the like. A model of the environ-
ment into which the software is to be deployed is provided by
a processor, as shown at block 1306.

At block 1308, a plan for deploying the software into the
computing environment is customized by a processor. As set
forth above, the customization process matches elements of
the software to be deployed to characteristics of the comput-
ing environment or environments that is going to receive the
software. The customization process may include modifica-
tion of deployment parameter values, as set forth above.

Atblock 1310, the software is deployed into the computing
environment by a processor according to the customized
deployment plan. The deployment may be initiated manually
under control of a network support person. Alternatively, the
deployment may be scheduled to take place at a future time.
At block 1312, the method ends.

FIG. 14 Is a block diagram showing a tangible, machine-
readable medium that stores computer-readable code adapted
to perform software deployment according to an exemplary
embodiment of the present invention. The tangible, machine-
readable medium is generally referred to by the reference
number 1400. The tangible, machine-readable medium 1400
may correspond to any typical storage device that stores com-
puter-implemented instructions, such as programming code
or the like. Moreover, the tangible, machine-readable
medium 1400 may comprise a volatile and/or non-volatile
portion of the memory 104 (FIG. 1) of a computer the system
such as the server 102 (FIG. 1). When read and executed by a
processor such as the processor 106 (FIG. 1) of a typical
computer system, the instructions stored on the tangible,
machine-readable medium 1400 are adapted to cause the
processor to perform a method of deploying software in
accordance with an exemplary embodiment of the present
invention.

A first region 1402 of the tangible, machine-readable
medium 1400 stores computer-implemented instructions
adapted to provide a model of software to be deployed. Com-
puter-implemented instructions adapted to provide a model
of the environment into which the software is to be deployed
are stored on a second region 1404 of the tangible, machine-
readable medium 1400.

A third region 1406 of the tangible, machine-readable
medium 1400 stores computer-implemented instructions
adapted to customize a plan for deploying the software into
the computing environment. Computer-implemented instruc-
tions adapted to deploy the software into the computing envi-
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ronment according to the customized deployment plan are
stored on a fourth region 1408 of the tangible, machine-
readable medium 1400.

According to an exemplary embodiment of the present
invention, software applications and modifications such as
patches, bug fixes or the like may be deployed on a per tier
basis using via the administration screen of a software
deployment application.

An exemplary embodiment of the present invention
addresses security concerns by allowing operations personnel
to make logical entities (pods) available to resource consum-
ers without exposing the actual target device name, IP
address, user logons or passwords. Software application
developers can create, organize and enhance their applica-
tions without prior knowledge of the operating environment
into which they will be deployed. This provides for a consis-
tent method of deployment across multiple operating envi-
ronments in the software development lifecycle. Moreover, a
method according to an exemplary embodiment of the present
invention allows application definitions to be created in one
set of products and reused across multiple automation prod-
ucts.

What is claimed is:

1. A method of deploying software into a computing envi-
ronment by a processor, the method comprising:

providing, by a processor, a model of software to be

deployed;

providing, by a processor, a model of the environment into

which the software is to be deployed;

customizing, by a processor, a plan for deploying the soft-

ware into the computing environment, wherein the plan
includes matching elements of the software to be
deployed to characteristics of the computing environ-
ment;

deploying, by a processor, the software into the computing

environment according to the customized deployment
plan; and

rolling back, by a processor, a deployment of the software

to its previous state if a problem in the deployment is
encountered.

2. The method recited in claim 1, wherein the computing
environment comprises a plurality of pods, each of the plu-
rality of pods comprising one or more computer systems.

3. The method recited in claim 1, wherein the software
comprises a plurality of tiers.

4. The methodrecited in claim 1, comprising automatically
determining, by a processor, whether computer systems
within the computing environment are correctly configured to
receive the software.

5. The method recited in claim 4, wherein determining
whether computer systems within the computing environ-
ment are correctly configured to receive the software com-
prises evaluating, by a processor, whether an operating sys-
tem and/or middleware on the computer systems is correct
relative the software that is to be deployed.

6. The method recited in claim 1, wherein the software to be
deployed comprises at least one tier.

7. The method recited in claim 6, wherein the at least one
tier comprises a plurality of components.

8. The method recited in claim 7, wherein the plurality of
components comprises a code component.

9. The method recited in claim 8, wherein the code com-
ponent comprises an executable file, a graphic asset, and/or a
markup asset.

10. The method recited in claim 1, wherein the software
comprises an application, a patch or a bug fix.
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11. A computer system that is adapted to deploy software
into a computing environment, the computer system compris-
ing:

a processor that is adapted to execute stored machine-

readable instructions; and

amemory device that stores machine-readable instructions

that are executable by the processor, the machine-read-
able instructions comprising instructions adapted to
cause the processor to provide a model of software to be
deployed, instructions adapted to cause the processor to
provide a model of the environment into which the soft-
ware is to be deployed, instructions adapted to cause the
processor to customize a plan for deploying the software
into the computing environment, wherein the plan
includes a customization process to match elements of
the software to be deployed to characteristics of the
computing environment, instructions adapted to cause
the processor to deploy the software into the computing
environment according to the customized deployment
plan, and instructions adapted to cause the processor to
roll back a deployment of the software to its previous
state if a problem in the deployment is encountered.

12. The computer system recited in claim 11, wherein the
computing environment comprises a plurality of pods, each
of the plurality of pods comprising one or more computer
systems.

13. The computer system recited in claim 11, wherein the
software comprises a plurality of tiers.

14. The computer system recited in claim 11, wherein the
machine-readable instructions comprise instructions adapted
to cause the processor to automatically determine whether
computer systems within the computing environment are cor-
rectly configured to receive the software.

15. The computer system recited in claim 14, wherein the
machine-readable instructions comprising instructions
adapted to cause the processor to automatically determine

15

25

35

12

whether computer systems within the computing environ-
ment are correctly configured to receive the software com-
prise instructions adapted to cause the processor to evaluate
whether an operating system and/or middleware on the com-
puter systems is correct relative the software that is to be
deployed.

16. The computer system recited in claim 11, wherein the
software to be deployed comprises at least one tier.

17. The computer system recited in claim 16, wherein the at
least one tier comprises a plurality of components.

18. A non-transitory, tangible, machine-readable medium
that stores machine-readable instructions executable by a
processor to deploy software into a computing environment,
the tangible-machine-readable medium comprising:

machine-readable instructions that, when executed by the

processor, cause the processor to provide a model of
software to be deployed;
machine-readable instructions that, when executed by the
processor, cause the processor to provide a model of the
environment into which the software is to be deployed;

machine-readable instructions that, when executed by the
processor, cause the processor to customize a plan for
deploying the software into the computing environment;

machine-readable instructions that, when executed by the
processor, cause the processor to match elements of the
software to be deployed to characteristics of the com-
puting environment;

machine-readable instructions that, when executed by the

processor, cause the processor to deploy the software
into the computing environment according to the cus-
tomized deployment plan; and

machine-readable instructions that, when executed by the

processor, cause the processor to roll back a deployment
of the software to its previous state if a problem in the
deployment is encountered.
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